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Chapter 1

Introduction

Future SoCs designed for ambient intelligence will be based on high-speed digital
signal processing including audio/video coding/decoding, wireless communication
and multilingual conversation. With the growing complexity in consumer embed-
ded products and increasing transistor density, the leading edge system-on-chip
(SoC) architectures will be composed of many complex heterogeneous cores called
multi-processor systems-on-chip (MPSoC). However, traditional communication
architectures based on shared communication resources (single shared buses or hi-
erarchy buses) or dedicated interconnections are not sufficient in many aspects,
such as scalability, flexibility, communication performance and power efficiency.
What is more, chip-wide synchronous operation is becoming extraordinarily diffi-
cult. Furthermore, with technology scaling, the global interconnects cause severe

on-chip synchronization errors, unpredictable delays, and high power consumption.

To mitigate these effects, the network-on-chip (NoC) approach has recently
emerged as a promising alternative to classical bus-based and point-to-point (P2P)
communication architectures [19, 29]. According to the multi-core chip evolution,
which forecasts tens and hundreds of cores in few years, logical and physical clusters
of cores have been considered as an approach to support parallel processing. The

next phase for this evolution can be called on-chip distributed computing, which
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Figure 1.1: (a) C-NoC architecture and (b) HNoC architecture.

consists of distributed clusters of cores to process a large number of different work-
loads [11, 15, 16, 42]. A cluster-based NoC (C-NoC) a modified model of Hermes
NoC (H-NoC) [31] is introduced by Seifi and Eshghi [42]. Each switch is attached
to one local core in H-NoC. Every transmission must be performed via switches
so the delay is increased. To solve this problem, the C-NoC switch has four local
ports and configures a cluster as shown in Fig. 1.1(a). The latency of C-NoC [42]
is decreased by 15.1% compared with the conventional NoC, SoCIN [50]. However,

its performance is still insufficient for heterogeneous cores and clusters.

Among numerous NoC topologies, mesh is a popular one due to the simplicity
and regularity. In mesh topology, each router is connected to several local cores and
adjacent routers. Since the router only connects to its neighboring routers, the data
packets transmitted from the source core to the destination core may travel long
distance, and affects the performance of whole SoC [7]. Besides, with increasing size
of NoC, the mesh topology has its disadvantage in the communication latency and
the concentration of the traffic in the center of the mesh topology (named hot-spot).
Although some studies have been made on effective core mapping methodologies to
solve the hot-spot problem [18, 33, 34], what seems to be lacking is a better on-chip

communication architecture. To solve the problems of the mesh topology for future



SoC design, many research papers have proposed a great number of approaches in
recent years and a hybrid bus-NoC architecture is one of them [5, 26, 45, 49]. A
hybrid bus-NoC architecture is a system platform which is based on a standard
NoC architecture, and contains several clusters which are composed of local buses.
In the hybrid bus-NoC architecture, cores with heavy traffic and communication
volume are placed in the same cluster with a local bus to avoid hot-spots and reduce
the transmission latency. Since the hybrid architecture is based on a standard mesh
NoC concept, the router of the hybrid system not only connects with its neighboring
routers but also connects to a cluster which is composed of several cores and a local
bus. It is noteworthy that new interface is not needed for each core in subsystem,
and it can further reduce the design cost.

It is very important for a configuration algorithm for hybrid bus-NoC archi-
tectures to decide which cores should be assigned to the same cluster and map
the clusters onto the network that the transmission latency is minimized and the
locality is contemplated. When partitioning cores, the cores with heavy traffic and
communication volume should be assigned to the same cluster and placed as close
as possible to reduce the transmission latency.

Unfortunately, the conventional NoC configuration algorithms [3, 17, 21, 22,
27, 33, 36, 44, 45] are not suitable for a hybrid bus-NoC architecture since they are
only greedy of communication volume or bandwidth requirement. The basic idea
of mapping algorithm in [45] and [25] are the same as [33]. The approach in [33]
maps each core to NoC architecture one by one, in breadth-first-search manner,
only in the order of its communication volume after picking up the two cores which
are connected by the highest communication volume in an input task graph. The
algorithm in [33] is used for a hybrid bus-NoC architecture as a makeshift now.
It may cause a poor result such as a longer latency and a low throughput since
the greedy approach does not contemplate the localities between cores. Thus, we
propose a novel configuration algorithm for a hybrid bus-NoC architecture called

BMNoC and decide to compare the performance of our proposed algorithm with
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[33], which is used for a hybrid bus-NoC architecture as a makeshift now, to verify
its advantage.

In this dissertation, first of all, we decribe and define our target architecture,
which is called a busmesh NoC (BMNoC). BMNoC is a generalized version of
hybrid bus-NoC architectures. After that, we propose a configuration algorithm
for hybrid bus-NoC architecture (BMNoC configuration algorithm) which analyses
the data traffic of the target application and determines which core is the right
one to put into a certain cluster with its communication volume and locality. In
many applications, we have several cores which communicate with each other more
frequently than with other cores, such as a processor and cache memories. If
there is a higher communication volume between some specific cores, our BMNoC
configuration algorithm reduces network traffic and latency by mapping the cores
into the same local cluster node and connecting them with a local bus. Our BMNoC
configuration algorithm reduces the traffic load at the center of the network by a
hierarchical communication network.

Performance of many-core chip multiprocessors (CMPs) is significantly influ-
enced by performance of NoC which interconnects each core for on-chip commu-
nication. Specially, latency of packets in NoC remarkably effect performance of
applications executing on a many-core CMP. Because it is projected that executing
different applications concurrently on a many-core CMP becomes highly required
in the future, it will be important that a priority control which guarantees or dif-
ferentiates latency of packets. Thus, a new packet transmission priority control
method for NoCs has been proposed in [43] which can improve the efficiency of the
buffers.

We also propose a novel BMNoC utilizing packet transmission priority control
method. Our proposed BMNoC is a generalized and simplified version of a hybrid
NoC which is composed of local buses and global mesh routers. Our proposed
architecture is composed of clusters which are connected by mesh network, bor-

rowing the hierarchical model from the Internet and adapting it to communication



networks. In intra-cluster node, several cores which have a heavy communication
to each other are connected by a local bus. It can provide the better performance
in terms of the latency since local buses transmit data directly to other cores in the
same cluster node with a parallel fashion, which eliminates packetizing overhead.
Furthermore, Our proposed BMNoC utilizing packet transmission priority control
method can minimize the average packet latency by improving the efficiency of the
buffers.

This dissertation is organized as follows:

Chapter 2 [BusMesh NoC: An NoC Architecture Composed of Bus-
based Connection and Global Mesh Routers| describes our proposed busmesh
NoC which is a novel NoC architecture composed of bus-based connection and
global mesh routers. We explain a busmsh NoC (BMNoC) at first. BMNoC is a
generalized version of a hybrid NoC with local buses. Recently, the mainstream
of NoC architecture is a hybrid bus-NoC architecture, which is based on a hierar-
chical model from Internet. We introduce several conventional NoC architectures.
We define a novel hybrid bus-NoC architecture, BMNoC, in this chapter. We
evaluate BMNoC as compared with conventional architectures with Ns-2 simula-
tor. Chapter 3 [A Locality-aware NoC Configuration Algorithm Utiliz-
ing the Communication Volume among IP Cores] describes our proposed
BMNoC configuration algorithm. We propose a locality-aware NoC configuration
algorithm (BMNoC configuration algorithm). BMNoC configuration algorithm for
hybrid bus-NoC architectures analyses the data traffic of the target application and
configures communication networks with cluster nodes, edge switches and mesh
routers to establish a hierarchical structure. Second, we introduce a breadth-first
approach algorithm for comparison purpose. We evaluate algorithms which are ap-
plied realistic applications with Ns-2 simulator. Chapter 4 [BMNoC utilizing
Packet Transmission Priority Control Method] describes our proposed BM-
NoC configuration algorithm utilizing packet transmission priority control method.

We explain packet transmission priority control methodat first. Packet transmis-
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sion priority control method improves average delay by enhancing the efficiency of
the buffers are proposed for NoCs. We propose a novel BMNoC which is utilizing
packet transmission priority control method. We evaluate our proposed architec-
tures and algorithms with Ns-2. Chapter 5 [Related Works] introduces related
works. We introduce conventional NoC architectures, algorithms at first. We ex-
plain why a novel NoC architecture and its configuration algorithm are needed.

Chapter 6 [Conclusion] summarizes our research and indicates future works.



Chapter 2

BusMesh NoC: An NoC

Architecture Composed of
Bus-based Connection and Global

Mesh Routers

In this chapter, we define a hybrid bus-NoC architecture, called a busmesh NoC
(BMNoC), which is a generalized version of a hybrid NoC with local buses. Re-
cently, the mainstream of NoC architecture is a hybrid bus-NoC architecture, which
is based on a hierarchical model from Internet [5, 25, 26, 27, 45, 47]. The hybrid
bus-NoC architecture, called a busmesh NoC (BMNoC), is derived from the gen-
eralization of the previous topologies [5, 25, 26, 27, 45, 47].

In BMNoC, clusters which are composed of several cores are connected by a
standard mesh topology, borrowing the hierarchical model from the Internet and
adapting it to communication networks. BMNoC is composed of cluster nodes
(CNs), edge switches (ESes) and mesh routers (MRs) to establish a hierarchical
communication network. In intra-cluster node, several cores which have a heavy

communication with each other are connected by a local bus. It can provide the
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better performance such as the latency and the throughput since local buses trans-
mit data directly to other cores in the same cluster node in a parallel fashion, which

eliminates packetizing overhead.
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Figure 2.1: A generic architecture of BMNoC.
2.1 BMNoC architecture

A generic architecture of BMNoC is depicted in Fig. 2.1. The network is composed
of mesh routers, edge switches and cluster nodes and in a cluster node, there exist
several cores which have a heavy communication volume between them. Since the
communication can be allocated in local and backbone network with the hierarchi-
cal structure, BMNoC can improve the performance in terms of the latency and

the throughput as compared with the standard NoCs [5].

2.1.1 Cluster node (CN) and network topology

A cluster node is a group of hardware cores that couple tightly with each other and

accomplish a specific task, together with corresponding firmware or software. For
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intra-cluster node communication, on-chip bus connection is more efficient than
expensive on-chip router. Then several cores which have a heavy communication
volume with each other are connected by a local bus with a network interface
(NI), as shown in Fig. 2.1(a). The cluster node is organized by the computation
complexity, communication requirement and functional relationship of cores. The
inter-cluster node communication is handled by NoC components such as the Nls
and routers; edge switches and mesh routers [39].

The tightly coupled cluster nodes interconnected by edge switches and mesh
routers will form a hierarchical network as shown in Fig. 2.1(b), just like the tightly
coupled cores are connected by local buses, and form a cluster node. Through this
classification, the traffic is limited to local cluster/network and the remote traffic
will be as little as possible. BMNoC could provide high performance network, and
this shared and classified network with independently cluster nodes also facilitates

modularity in large scale SoC designs.

2.1.2 Packet format

The packet has the source address (SrcAddr) and destination address (DstAddr)
in its header, together with an optional field (Flag), for example as illustrated in
Fig. 2.2, where M and N are determined for a specific BMNoC instance. The Flag
field contains SPB (Service Priority Bit) indicating whether the current packet is
guaranteed throughput (GT) or best-effort (BE). It also contains Pktld (packet
sequence number) which is needed by the partially adaptive routing that may
disturb the order of packets. CRC field is also optional, and system can provide
end-to-end error correction with it. Flit is the flow control unit, and the packet is
divided into a number of flits (designate to k flits in Fig. 2.2) to be transmitted in
the network. Each flit has N 42 bits: N for Data, and 2 for DataType field used to
control the routing process. 701”7 (710”) indicates the first (last) flit of the packet,

and ”700” means the transmission is in process.  The address (the SrcAddr and
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Figure 2.2: Packet structure and data structure of BMNoC.
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DstAddr filed) is the identification of each cluster node, and assigned according to

its location in the network. Every single cluster has a unique address (ID) which

contains the MRid, ESid and CNid.

2.1.3 Mesh router (MR) and edge switch (ES)

Fig. 2.3 depicts the hardware architecture of MR and ES. MR and ES have the same

structure. A router uses output queuing (OQ) scheme to get better performance of

bandwidth and latencies, and uses the wormhole switching scheme to optimize the
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buffer usage, because the router only needs to buffer several flits rather than the
whole packet. For routing technique, we use a distributed and partially-adaptive
routing [29]. Both ES and MR can route for a packet only with its DstAddr field.
The difference between MR and ES is the routing algorithm module in the inports.
MRs check a route table to route the packet. The route table contains possible
routes between MRs, whereas ES compares its MRid and ESid fields with those of
DstAddr to judge whether the packet is to forward to MR.
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Figure 2.3: MR and ES architecture.
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2.2 Experiments

2.2.1 Experiment setup

In these experiments, we used wormhole routing. In wormhole routed networks,
each packet is divided into a sequence of flits which are transmitted over phys-
ical channels one by one in a pipeline fashion. A hop-to-hop credit mechanism
guarantees that a flit is transmitted only when the receiving port has free space
in its input buffer [9]. We assume each packet consists of 32 flits, each flit is 16
bits long and maximal link bandwidth of 200Mbits/s at 100MHz operation. Our
router requires five cycles to route a flit. The buffer size of edge switches and mesh
routers is 32 flits. We set up the bus arbitrations consume two cycles from request
to address transmission and then one cycle later, data transmission is executed,
resulting in three cycles from request to data transmission as in [37, 41]. We set up
the routers such as edge switches and mesh routers require four cycles to process a
header flit and one cycle to route a packet across the wires of the appropriate port
as in [37, 41].

Throughout the experiments, Ns-2 [12] was used for carrying out simulation
experiments. Ns-2 is the most typical network simulator which has facilities to de-
scribe network topology, network protocols, routing algorithms and communication

traffic generation. It provides many mechanisms for modelling traffic generation

1].

2.2.2 Experimental evaluations: C-NoC, HNoC, and BM-
NoC

Here, we evaluate the performance of BMNoC using two realistic applications,
auto industry and telecom which are widely used benchmarks for NoC experiments.
We compare them with conventional NoCs such as a cluster-based NoC (C-NoC)

[42] and a hybrid NoC (HNoC) [49]. Both of these applications retrieved from
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Table 2.1: The comparison among C-NoC, HNoC, and BMNoC.

auto industry

Architectures | # of routers | # of CNs | # of ESes | # of MRs
C-NoC 10 - - -
HNoC 40 - - -
BMNoC - 10 bt 5

telecom

Architectures | # of routers | # of CNs | # of ESes | # of MRs
C-NoC 8 - - -
HNoC 32 - - -
BMNoC = 8 4 4

E3S benchmark suite [10] where auto industry has 40 vertices and telecom has 32
vertices. These applications, auto industry and telecom , are mapped onto (4,2, 1)-
BMNoC, using our proposed BMNoC configuration algorithm. Each cluster node
includes four vertices as in the previous papers [25, 27, 47| i.e., k = 4. Then, the
number m of edge switches connected to a single mesh router is set 1 i.e., m =1
as in [27, 45] and the number [ of cluster nodes connected to a single edge switch
is set on 2 to implement a hierarchical structure i.e., [ = 2. In this evaluation, four
vertices are in the same cluster node, two cluster nodes are connected to the same

edge switch and each edge switch is connected to the one mesh router.

We have applied the two applications to C-NoC, HNoC and our BMNoC. The
result is shown in Table 2.1. As in [14, 20, 32|, the variation of average packet
latency as a function of traffic injection rates for auto industry is given in Fig. 2.4.
Average packet latency equals the average cycles taken by a packet to go through
a communication path from its source to its intended sink. For example, when we

have an edge e = (u,v) and its communication volume c(e) in a given task graph,
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c(e) packets go through its commucation path from u to v and we can obtain its
required cycles t(e). Then we obatin its average cycle by calculating t(e)/c(e). We
calculate the average cycles for all the edges in a given task graph and then finally
have an average packet latency by averaging them.

The average number of packets which are transferred among CNs, ESes and
MRs are 152.5, 33 and 12, respectively for auto industry. The total time to com-
plete all traffic pattern of auto industry is 141,400 cycles.

These plots show that our BMNoC shifts the critical traffic load from 0.27 to
0.38 (approximately 29% improvement) as compared to C-NoC and from 0.34 to
0.38 (approximately 11% improvement) as compared to HNoC. Similarly, the aver-
age packet latency for BMNoC is consistently smaller as compared to conventional
NoCs such as C-NoC and HNoC. For instance, at 0.25 packet injection rate, the
latency drops from 88 to 54 cycles, giving about 39.0% reduction as compared to
C-NoC.

Regulating the communication volumes of cores hierarchically is very important
not to congest the network with generated packets. At low traffic loads, the average
packet latency exhibits a weak dependence on the traffic injection rate. However,
when the traffic injection rate exceeds a critical traffic load, the packet delivery
cycles rise abruptly and the network throughput starts collapsing.

Similar improvements have been observed for telecom as shown in Fig. 4.9. The
average number of packets which are transferred among CNs, ESes and MRs are
104.2, 21.4 and 8.2, respectively for telecom. The total time to complete all traffic
pattern of telecom is 95,900 cycles. Specifically, the critical traffic load is improved
from 0.43 to 0.63 showing approximately 32% improvement as compared to C-NoC
and from 0.57 to 0.63 showing approximately 10% improvement as compared to
HNoC. Likewise, the latency at 0.35 traffic injection rate drops from 95 to 59 cycles
as compared to C-NoC.

For reference, BMNoC, HNoC and C-NoC architectures, applied auto industry
and telecom, were evaluated in TSMC 0.13 pm technology and synthesized using
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Table 2.2: Area comparisons among C-NoC, HNoC and BMNoC
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auto industry

Architectures | # of buffers Area (mm?)
IP cores | Routers/ESes/MRs/NIs | Bus | Total
C-NoC 38 27.6403 3.2209 - 30.8612
HNoC 100 5.3212 - 32.9523
BMNoC 30 2.7929 0.192 | 30.6252

telecom

Architectures | # of buffers Area (mm?)
IP cores | Routers/ESes/MRs/NIs | Bus | Total
C-NoC 32 21.4903 1.9859 - 23.4762
HNoC 82 3.6189 - 25.1092
BMNoC 18 1.4368 0.160 | 23.0871

Synopsys Design Compiler. We consider the area for the bus architecture for area

evaluation as in [23]. As shown in Table 2.2, we can find that our BMNoC has

more reduced area overhead as compared with C-NoC and HNoC due to the total

number of buffers dominates major part of area.
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2.3 Concluding remarks

In this chapter, we has defined a hybrid bus-NoC architecture, called a busmesh
NoC (BMNoC), which is a generalized version of a hybrid NoC with local buses.
Recently, the mainstream of NoC architecture is a hybrid bus-NoC architecture.
The basic idea of BMNoC is to develop a NoC architecture with clusters connected
by mesh network, borrowing the hierarchy model from Internet and adapting it to
communication networks. BMNoC is to develop a NoC architecture with clus-
ters connected by mesh network and IP cores in intra-cluster connected by buses.
It provides the better performance such as scalability, flexibility and latency. The
network is composed of mesh routers (MRs), edge switches (ESs) and cluster nodes
(CNs). With this architecture, the communication can be allocated in local and
backbone network. Experimental results using the two realistic applications ver-
ified that the critical traffic load and the average packet latency of BMNoC are
consistently smaller as compared to conventional NoCs such as C-NoC [42] and
HNoC [49]. Moreover, our BMNoC has more reduced area overhead as compared

with conventional NoCs.



Chapter 3

A Locality-aware NoC
Configuration Algorithm Utilizing
the Communication Volume

among IP Cores

In this chapter, we propose a locality-aware NoC configuration algorithm utilizing
the communication volume among IP cores. When we configure BMNoC architec-
ture based on a given application task set, we need to consider traffic congestion
in the network, the node connectivity and the diameter which directly affect the
transmission of BMNoC in order to decide the best packet route. A long packet
path in an NoC may increase the final transmission time between cores. Adapting
the topology for the communication pattern of these applications onto BMNoC

can be the best solution to reduce this long path.

As we desribed in Chapter 2, BMNoC architecture is based on a hierarchical
model from the Internet and we adapt it to communication networks. It has high
locality in each cluster and a mesh network composed of switches and routers.

However, recently proposed NoC configuration algorithms [3, 17, 21, 22, 33, 36, 44]

20
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cannot be applied to BMNoC since they consider only communication volume
among cores when they configure an architecture. In BMNoC, the latency across
switches and routers and the localities of cores should be considered in determining

which core is the right one to put in a certain cluster.
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3.1 Problem formulation

Now we define our BMNoC configuration problem. A task graph G = (V, E) is
a graph, where each vertex v € V shows a task and, if there are some communi-
cations between two tasks vy and vy, G has an edge e = (u,v) € E. Each edge
e = (u,v) has a commucation volume denoted by c¢(e) or ¢((u,v)) which shows
communication volume between the two tasks u and v. In this paper, we assume
that each task is executed by an identical hardware core, i.e., there is a one-to-one
mapping between each task and each core. In other words, we can use a core and
a task interchangably. An example of task graph is shown in Fig. 3.1

Users can specify several control parameters; the maximum number £ of cores
connected to a single bus, i.e., a cluster node is composed of up to k cores, the
number [ of cluster nodes connected to a single edge switch, and the number m of
edge switches connected to a single mesh router. Then a parameterized BMNoC
is denoted as (k,l,m)-BMNoC. If a mapping from a task graph to a particular
(k,1,m)-BMNoC is given, we can obtain a latency which can be defined by average
cycles required between any two tasks having communications. Then we can define

our BMNoC configuration problem as follows:

Definition 1 For given a (k,l,m)-BMNoC and a task graph, our BMNoC' config-
uration problem is to map a vertex in the task graph to a (k,l,m)-BMNoC so as

to minimaize its latency.
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Figure 3.1: An example of task graph.

23
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3.2 Strategy

In order to solve the BMNoC configuration problem above, we have roughly two
algorithm candidates; one is top-down partitioning, such as min-cut partition, and
the other is bottom-up clustering. A poor result early in top-down partitioning
process imposes an unnatural circuit hierarchy and will likely lead to a suboptimal
solution as in [49]. On the other hand, bottom-up clustering algorithms provide
a solution to the problems encountered when partitioning very large circuits as in
[49]. A bottom-up clustering algorithm can be naturally integrated into clustering
local vertices and making a hierarchical structure. We can say that bottom-up
clustering is superior to top-down patitioning in BMNoC.

In bottom-up clustering, there exist two basic approaches: One is seed-based
clustering which is shown in Fig. 3.2(a) and the other is growing-region clustering
which is shown in Fig. 3.2(b). While capable of achieving tight packings, seed-
based clustering is greedy and may become trapped in local minima. Particularly,
each independent seed and its surroundings are localized but it is very hard to
configure a hierarchical structure that meets parameterized BMNoC. On the other
hand, growing-region clustering can consider both communication volume and the
localities of vertices. We can say that growing-region clustering is superior to

seed-based clusterings in BMNoC [50].

In [33], a kind of growing-region-clustering-based approach has been proposed
for NoCs. After picking up the two vertices in an input task graph connected
by the highest communication volume, the approach in [33] maps each vertex to
NoC architecture one by one in a breadth-first-search manner in the order of its
communcation volume. It may cause a poor result such as a longer latency and
a low throughput since a direct breadth-first approach does not contemplate the

localities between vertices.

Based on the discussions above, we propose a BMNoC configuration algorithm

in this section. In our proposed algorithm, we configure a hierarchical structure
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Task graph

\ Growing
— region

£oe

(a) Seed-based clustering (b) Growing-region clustering

Figure 3.2: Examples of bottom-up clusterings. (a) Seed-based clustering. (b)
Growing-region clustering. In (a), we first pick up a seed vertex and find its local
surroundings as a cluster. Then we pick up another seed vertex and find its local
surroundings as the next cluster. We repeat this procedure until all the vertices
are included in any cluster. In (b), we first pick up a seed region R;. After that,
we find out the next region R, adjacent to R;. By repeating this process several
times, the regions (Ry, Ry, - -+ , R;) will make a single cluster. Similarly, the regions
(Ris1,- -+, Riy;) will make a next single cluster. We repeat this procedure until all
the vertices are included in any region and any cluster. We can naturally consider
the locality of vertices and adjust a cluster size in (b), whereas it is very difficult

to do so in (a).

of BMNoC which is composed of both a global mesh network and local buses
to improve the latency of BMNoC. Cores having a heavy communication volume
between them are mapped into the same cluster node with a local bus. Cluster
nodes can have communication with each other via edge switches and mesh routers.
By this hybrid and hierarchical structure, BMNoC configured by our proposed

algorithm can own the better performance than conventional NoCs.
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3.3 Algorithm overview

Now we describe our proposed BMNoC configuration algorithm overview. As
discussed in the previous subsection, our proposed algorithm adopts bottom-up
growing-region clustering as in Fig. 3.2(b).

In our proposed algorithm, each growing region includes p or fewer vertices
where p < k and k shows the maximum number of cores connected to a single bus.
We map them to the same cluster node. Firstly, we configure an empty cluster
node C'N; and find the first growing region R;. Then we map all the vertices in
Ry to CN;. Next we find the second growing region Ry and map their vertices
to CNy. If C Ny is full, we configure an empty cluster node C'Ny and connect it
to C'Ny by using an edge switch. We find the next growing region and map their
vertices to C'N, and contitue this process until all the vertices in a given task graph
are mapped to BMNoC. In this process, we configure another edge switch every
time we configure [ cluster nodes. We configure another mesh router every time
we configure m edge swithces. Mesh routers are configured by a reversed-snail
array in its order [13]. In this approach, as the regions in the task graph grow, its
BMNoC architecture also grows. Thus adjacent regions are mapped onto adjacent
BMNoC structure very naturally and hierarchical locality is preserved.

The problem here is how to find the next growing region. Assume that we
already have growing regions R; to Rs as shown in Fig. 3.2(b) and their vertices
are already mapped onto BMNoC. Assume that we are now configuring the clus-
ter node C'IN; and we can map p or more vertices to C'IV;. Assume that C'NV; is
connected to the edge switch ES; and ES; is connected to the mesh router M Rj,.
Now let us consider the next growing regtion Rg. Rg has at most p vertices. Then

the growth rate GR(Rgs) of R is defined by:

GR(Rg) = Z cost(v), (3.1)

where
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cost(v) = Z cost(e). (3.2)

each edge e € E connected to v
Suppose that all the vertices in Rg are mapped onto C'N;, i.e., v € Rg is mapped
onto C'N;. Then the edge cost cost(e) for e = (u,v) is defined by:

Cy x c¢((u,v)) if u is already mapped to C'N;.
Cy x ¢((u,v)) if u is not mapped to C'N;

but to the same edge switch ES;.
C3 x ¢((u,v)) if u is neither mapped to C'N;

nor to the same edge switch ES;,

cost(e) = (33)

but to the same mesh router M Ry,.
Cy x c¢((u,v)) if u is already mapped to

somewhere in BMNoC but

does not fall into the above.

0 ohterwise.

We design C > Cy > O3 > (C, in the cost function above.! When more than

two combinations have the highest growth rate to make the next growing region,

we grade the combinations according to their localities. 2

'In our implementation result, we set C; = 100, Cy = 10, C3 = 5, and Cy = 1.
2For example, two combinations R, and R, have the same highest growth rate, 500;

If GR(R,) = GR(R,) = 500;

Assume Cy = 100, Cy = C3 = C4 = 0 and re-calculate GR(R,;) and GR(R,);
if GR(R,) > GR(R,); The next growing region is GR(R,).
if GR(R,) < GR(R,); The next growing region is GR(Ry).
if GR(R,) = GR(R,);

Assume C'1 =100,C2 =10,C3 = C4 = 0 and re-

calculate GR(R,) and GR(R,);
if GR(R;) > GR(R,); The next growing region is GR(Ry).
if GR(R,) < GR(R,); The next growing region is GR(Ry).
if GR(R,) = GR(R,);
Assume C'1 =100,C2 =10,C3 =5,C4 = 0 and re-
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Then a growth rate GR is heavily dependent on the locality of already mapped
vertices. The more communications with local vertices we have, the higher the
growth rate becomes. We try all the combination of p vertices in the unmapped
vertices in the task graph and pick up the one with the highest growth rate as the
next growing region Rg. Then we map the p vertices in Rg onto the current cluster
node C'N;.

An example of the growth rate GR(Rs) of Rg is shown in Fig. 3.3 in the case
of (3,2,1)-BMNoC and p = 2.

How to determine the value of p is the next problem. This must be dependent
on the size of a task graph. Roughly saying, p must be up to three in large task
graphs since enumeration of all combination of three vertices requires O(|V|?) time.

Based on this discussion, we set p = 3 as in our experiments.

3.3.1 The algorithm

In this subsection, we describe our proposed algorithm with a detailed example
as shown in Figs. 3.4-3.7. We consider here the (4,2,1)-BMNoC and p is set to
two (p = 2) for simplicity. We also assume that C; = 100, Cy = 10, C3 = 5, and
Cy = 1. The variable z means how many vertices can be mapped more to the same
cluster node. For example, when z = 4, we can map four more vertices to the same
cluster node.

In the initial step (Step 1 in Fig. 3.4), we configure an empty cluster node C'N;
and map two vertices A and B which have the highest communication volume

in the task graph. After that (Step 2 and Step 2.2 in Fig. 3.4), we compute

calculate GR(R,) and GR(R,);
if GR(R,) > GR(R,); The next growing region is GR(R,).
if GR(R,) < GR(Ry); The next growing region is GR(Ry).
if GR(R,) = GR(R,);

The next growing region is GR which is made at first.
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how many vertices can be mapped more to the same cluster node C'N;. Since
we can map two more vertices to C'Ny, i.e., z = 2, we will find a growing region
which includes just two unmapped vertices. We compare the growth rate defined
by Eqn. (3.1) for every two unmapped vertices and pick up the one with the
highest growth rate. In our proposed algorithm, vertices C' and D, which have a
heavy communication, are mapped to the same cluster node. However, since the
approach in [33] maps each core to NoC architecture one by one in the order of its
communication volume, vertices C' and H are mapped to the same cluster node. It
causes a longer packet latency because the communication volume between vertices
C and H is comparatively lower than the communication volume between vertices
C and D. As such, our proposed algorithm determines which core is the right
one to put into a certain cluster with both its communication volume and locality.
Thus, our proposed algorithm is superior to [33] in BMNoC.

Then we have the cluster node C'N; that includes four vertices as in Step 3 of
Fig. 3.4. After that (Step 3 in Fig. 3.4), we configure the next empty cluster node
C'Ns, since the first cluster node C'N; is full of vertices. We connect C' N7 and C' N,
using FS;.

Going back to Stepl, we compute how many vertices can be mapped more to
the cluster ndoe C'Ny. Since C'N, is empty, we can map four more vertices to C' Ny
and then z = 4. Since z > p = 2, we now consider a growing region that includes
just p = 2 unmapped vertices (Step 2 and Step 2.1 of Fig. 3.5). We try all the
possible growing regions composed of two unmapped vertices and pick up the one
with highest growth rate. Then we have the cluster node C'N; that includes two
vertices.

Again going back to Stepl, we compute how many vertices can be mapped
more to the cluster node C' Ny, since C'N, already has two vertices, we can map
two more vertices to C'Ny and then z = 2. As in the first cluster C'Ny, we can map
two vertices onto C'Ny (Step 2 and Step 2.2 of Fig. 3.5).

In the same way, we have the next cluster node C'N3 as shown in Fig. 3.6 and
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Fig. 3.7. Then, we finally have a complete BMNoC configuration.

We can summarize our BMNoC configuration algorithm as follows:

Step 1: Configure the first cluster node C'Ny, the first edge switch ES; and the first
mesh router M R; which are all empty. Find the two vertices which have the
highest communication volume in the task graph G = (V, E) and map them onto
CN;. Let CN; = CNy, ES; = ES1 and MR, = M R;. Repeat Steps 1-3 below

until all the vertices in G are mapped.

Step 2: Compute how many vertices can be mapped more to the current cluster node

CN;. Assume that z more vertices can be mapped to C'N;.

(2.1) If p < z, compare the growth rates of all the possible growing regions com-
posed of p unmapped vertices. Map the vertices in the growing region having

the highest growth rates to C'V;.

(2.2) If p > z, compare the growth rates of all the possible growing regions com-
posed of z unmapped vertices. Map the vertices in the growing region having

the highest growth rates to C'IV;.

Step 3: Execute the following Steps:

(3.1) If C'N; can have one or more vertices, go to Step 1.

(3.2) Otherwise (C'N; is full), we configure the next empty cluster node C'N;q.
11+ 1.

(8.3) If the current edge switch E'S; can have one more cluster node, we connect
CN; to ES;. Go to Step 1.

(3.4) Otherwise (ES; is full), we configure the next empty edge switch ESj.
j—j+1.

(3.5) If the current mesh router M Ry, can have one more edge switch, we connect

CN; to ES; and ES; to MRy,. Go to Step 1.
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(3.6) Otherwise (MR, is full), we configure the next mesh router MRyyq1. k «—
k+ 1. MRy is connected to M Rj_1 in a reversed-snail order. We connect

CN; to ES; and ES; to MRy,. Go to Step 1.




32CHAPTER 3. OUR PROPOSED BMNOC CONFIGURATION ALGORITHM
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Figure 3.3: An example of the growth rate GR(Rg) of Rg.
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Figure 3.4: Steps 1, 2 and 3 for the cluster node C'N; ((4,2,1)-BMNoC and p = 2).
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Figure 3.5: Continuing Step 2 for the cluster node C'Ny ((4,2,1)-BMNoC and
p=2).
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Figure 3.6: Continuing Step 3 for the cluster node C'Ny and Step 2 for the cluster
node C'N3 ((4,2,1)-BMNoC and p = 2).
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Figure 3.7: Continuing Step 2 for the cluster node C'N3 and final BMNoC config-
uration ((4,2,1)-BMNoC and p = 2).
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3.4 Experiments

3.4.1 Experiment setup

We have developed a BMNoC configuration algorithm described in the previous
section by using the C++ programming language and performed several exper-
iments. In these experiments, we used wormhole routing. In wormhole routed
networks, each packet is divided into a sequence of flits which are transmitted over
physical channels one by one in a pipeline fashion. A hop-to-hop credit mechanism
guarantees that a flit is transmitted only when the receiving port has free space
in its input buffer [9]. We assume each packet consists of 32 flits, each flit is 16
bits long and maximal link bandwidth of 200Mbits/s at 100MHz operation. Our
router requires five cycles to route a flit. The buffer size of edge switches and mesh
routers is 32 flits. We set up the bus arbitrations consume two cycles from request
to address transmission and then one cycle later, data transmission is executed,
resulting in three cycles from request to data transmission as in [37, 41]. We set up
the routers such as edge switches and mesh routers require four cycles to process a
header flit and one cycle to route a packet across the wires of the appropriate port
as in [37, 41].

Throughout the experiments, Ns-2 [12] was used for carrying out simulation
experiments. Ns-2 is the most typical network simulator which has facilities to de-
scribe network topology, network protocols, routing algorithms and communication

traffic generation. It provides many mechanisms for modelling traffic generation

[1].

3.4.2 Experimental evaluations: Ref. [33] and Our config-

uration algorithm

We have also applied the two realistic applications; auto industry and telecom, to

the different two BMNoCs; One is configured by our proposed BMNoC configura-
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tion algorithm and the other is configured by a breadth-first approach algorithm
[33] for comparison purpose. The synthesized BMNoC topology is the same for
[33] and both our algorithm but the mappings from task graphs to cluster nodes
are different. The CPU time of running our algorithm was 11534 milliseconds and
that of running [33] was 9954 milliseconds for auto industry. 9934 milliseconds and
8526 milliseconds for telecom, respectively.

The variation of average packet latency as a function of traffic injection rates for
auto industry is given in Fig. 3.8. These plots show that our proposed algorithm
shifts the critical traffic load from 0.30 to 0.38 (approximately 22% improvement)
as compared to the one configured by a breadth-first approach algorithm [33].
Similarly, the average packet latency for our BMNoC is consistently smaller as
compared to [33]. For instance, at 0.29 packet injection rate, the latency drops
from 100 to 54 cycles, giving about 46% reduction.

Similar improvements have been observed for telecom as shown in Fig. 3.9.
Specifically, the critical traffic load is improved from 0.48 to 0.63 showing approx-
imately 24% improvement as compared to the counterpart [33]. Likewise, the la-
tency at 0.47 traffic injection rate drops from 110 to 65 cycles giving approximately
41% reduction.
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Figure 3.8: Traffic injection rate versus average packet latency for auto industry

benchmark.
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mark.



40CHAPTER 3. OUR PROPOSED BMNOC CONFIGURATION ALGORITHM

3.5 Concluding remarks

In this Chapter, we proposed a novel BMNoC configuration algorithm with a tar-
get architecture, BMNoC. Our proposed BMNoC algorithm not only utilizes the
communication volume between cores but also makes aware the localities of cores
and BMNoC architectures. It reduces network traffic and latency by mapping the
cores, which have the heavy communication with each other, into the same lo-
cal cluster node and connecting them with a local bus. Therefore, our BMNoC
configuration algorithm reduces the traffic load at the center of the network by
a hierarchical communication network. Experimental results using the two real-
istic applications verified that BMNoC configured by the proposed algorithm can

significantly improve the critical traffic load and the average packet latency.



Chapter 4

BMNoC utilizing Packet
Transmission Priority Control

Method

In this chapter, we propose a BMNoC configuration algorithm utilizing packet
transmission priority control method. Performance of many-core chip multiproces-
sors (CMPs) is significantly influenced by performance of NoC which interconnects
each core for on-chip communication. Specially, latency of packets in NoC remark-
ably effect performance of applications executing on a many-core CMP. Because
it is projected that executing different applications concurrently on a many-core
CMP becomes highly required in the future, it will be important that a priority
control which guarantees or differentiates latency of packets. Our proposed BM-
NoC configuration algorithm utilizing packet transmission priority control method
minimizes the average packet latency by improving the efficiency of the buffers.
Packet transmission priority control methods give transmission priority to a port,
in cases of that a payload flit is blocked in the port during a header and its sub-
sequent flits have passed through a crossbar. A new packet transmission priority

control method does not need additional buffers since it just gives priority to the

41
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transmission permission issue of arbiters.
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Figure 4.1: A round-robin router architecture.

4.1 Packet Transmission Priority Control Method

A round-robin arbiter is used to resolve conflicting requests generated from various
sources for a shared resource in a directional and cyclic order for wormhole routings.
Round-robin describes a method of choosing a resource for a task from a list of
available ones, usually for the purposes of load balancing. As the basic algorithm,
the scheduler selects a resource pointed to by a counter from a list, after which
the counter is incremented and if the end is reached, returned to the beginning of
the list as shown in Fig. 4.1. However, Round-Robin policy causes large delay for
a wormhole switching on parallel computers in cases of stuck network pipelines as
shown in Fig. 4.2. New packet transmission priority control methods that improve
average delay by improving the efficiency of the buffers are proposed for NoCs.
The New packet transmission priority control method gives transmission prior-

ity to a port, in cases of that a payload flit is blocked in the port during a header
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A vacancy router is between the head flit and the payload flit
since the transmission is locked.

Figure 4.2: In case of a blocked transmission.

and its subsequent flits have passed through a crossbar. The method does not need
additional buffers since it just gives priority to the transmission permission issue of
arbiters. We can summarize the new packet transmission priority control method

as follows and shown in Fig. 4.3:

e [f the transmission is blocked, give transmission priority to the blocked port

which is revoked crossbar permission.

e [f the next buffer is not full, the blocked port takes transmission priority and

if the buffer is full, return to the round-robin method.

e When the end flit is reached to the destination, the transmission priority is

revoked and return to round-robin method.
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Figure 4.3: New packet transmission priority control method.

If 2 more ports have obtained transmission priority, it again gives them trans-
mission priority by round-robin. Thus, the method can improve average delay
by improving the efficiency of the buffers are proposed for NoCs. An example of
transmission permission issue of arbiter is shown in Fig. 4.4.

Although port 2 starts transmission at some point, the transmission is blocked
since the buffer of destination is full. In round-robin, ports obtain transmission
permission in order of a list evenly, whereas in the new packet transmission prior-
ity control method, port 2 which has been blocked transmission has transmission

permission first when the buffer of destination is available.
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Buffer Transmission blocked

Figure 4.4: An example of transmission permission issue of arbiter.
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4.2 BMNoC utilizing Packet Transmission Pri-
ority Control Method

In this section, we propose a novel busmesh NoC utilizing packet transmission
priority control method. The basic idea of BMNoC is to develop an NoC architec-
ture with clusters which are connected by mesh network, borrowing the hierarchical
model from the Internet and adapting it to communication networks. Our proposed
BMNoC is a generalized and simplified version of BMNoC as shown in Fig. 4.5.
A novel BMNoC is composed of cluster nodes (CNs) and mesh routers (MRs). In
intra-cluster node, several cores which have a heavy communication to each other
are connected by a local bus. It can provide the better performance in terms of
the latency and the throughput since local buses transmit data directly to other
cores in the same cluster node with a parallel fashion, which eliminates packetizing
overhead. Furthermore, our proposed novel BMNoC is applied packet transmis-
sion priority control method in [43] that minimizes the average packet latency by
improving the efficiency of the buffers. Packet transmission priority control meth-
ods give transmission priority to a port, in cases of that a payload flit is blocked
in the port during a header and its subsequent flits have passed through a cross-
bar. A new packet transmission priority control method does not need additional
buffers since it just gives priority to the transmission permission issue of arbiters.
Fig. 4.6 shows the architecture of router for our proposed BMNoC utilizing packet

transmission priority control method.
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Figure 4.5: A general architecture of novel BMNoC.
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Figure 4.6: A router architecture of novel BMNoC.
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4.3 Experiments

4.3.1 Experiment setup

In these experiments, we used wormhole routing. In wormhole routed networks,
each packet is divided into a sequence of flits which are transmitted over physical
channels one by one in a pipeline fashion. A hop-to-hop credit mechanism guar-
antees that a flit is transmitted only when the receiving port has free space in its
input buffer. We assume each packet consists of 8 flits, each flit is 34bits long and
maximal link bandwidth of 200Mbits/s at 100MHz operation. Our router requires
five cycles to route a flit. The buffer size of edge switches and mesh routers is 8
flits. We set up the bus arbitrations consume two cycles from request to address
transmission and then one cycle later, data transmission is executed, resulting in
three cycles from request to data transmission as in [37, 41]. We set up the routers
such as edge switches and mesh routers require four cycles to process a header
flit and one cycle to route a packet across the wires of the appropriate port as in
(37, 41].

Throughout the experiments, Ns-2 [12] was used for carrying out simulation
experiments. Ns-2 is the most typical network simulator which has facilities to de-
scribe network topology, network protocols, routing algorithms and communication

traffic generation. It provides many mechanisms for modelling traffic generation.
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4.3.2 Object detection systems

In experiments, we take object dection systems as a target application. Object de-
tection is a key capability for applications in robotics, surveillance, or automated
personal assistance. The main challenge is the amount of variations in visual ap-
pearance owing to clothing, articulation, cluttering backgrounds and illumination
conditions particularly in outdoor scenes. A number of different approaches for de-
tecting object in images using some feature representations and learning methods
have been proposed in the literatures. The use of orientation histograms has been
extensively used in [8, 28, 30, 48]. The Histograms of Oriented Gradients HOG
features have provided excellent performance contrast to other existing edge- and
gradient-based features by Dalal and Triggs [8]. To overcome the affects of geo-
metric and rotational variations, the system automatically assigns the dominant
orientations of each block-based feature encoding by using the rectangular- and
circular-type histograms of orientated gradients (HOG), which are insensitive to
various lightings and noises at the outdoor environment.

The Adaboost approach has established itself as a powerful learning algorithm
that can be used for feature selection [46]. The Adaboost approach selects a small
set of discriminative HOG features, which well suited for human detection by
constructing a cascade-of-rejecter system. The Adaboost algorithm [46] is used to
select a small number of weighted HOG features, i.e. weak classifiers, to integrate
into a strong classifier. Each weak classification is selected by evaluating training
datasets of positive and negative, each classifier showing the lowest error is chosen.
A powerful feature selection algorithm, Adaboost, is performed to automatically
select a small set of discriminative HOG features with orientation information in
order to achieve robust detection results.

The object detection system is shown in Fig. 4.7.
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Figure 4.7: NTT object detection system [2].
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Table 4.1: The comparison between HNoC and BMNoC.

object dection system
Architectures | # of routers | # of CNs | # of MRs
HNoC 72 - -
BMNoC - 18 9

4.3.3 Experimental evaluations: HNoC and our BMNoC

Here, we evaluate the performance of BMNoC using two realistic applications,
telecom and object detection systems , and compare it with a conventional NoC
such as a hybrid NoC (HNoC) [49]. A telecom application is retrieved from E3S
benchmark suite [10] where telecom has 32 vertices. A telecom , is mapped onto
(4,2)-BMNoC where 4 cores are put into a CN and 2 CNs are connected to a
MR as in [25, 45]. The object detection systems application is retrieved from NTT
Microsystem Integration Lab. The object detection system using 6 pairs of fea-
ture extraction and image recognition algorithms [2] which has 72 vertices. The
task graph of object detection systems is shown in Fig. 4.8. A object detection sys-
tem is also mapped onto (4, 2)-BMNoC using our proposed BMNoC configuration
algorithm as in [25, 45].

We have applied the applications to HNoC, BMNoC, HNoC utilizing packet
transmission priority control method (HNoC+PTPCM) and BMNoC utilizing packet
transmission priority control method (BMNoC+PTPCM). The result is shown in
Table 4.1

Asin [14], the variation of average packet latency as a function of traffic injection
rates for telecom is given in Fig. 4.9. Average packet latency equals the average
cycles taken by a packet to go through a communication path from its source
to its intended sink. For example, when we have an edge e = (u,v) and its

communication volume c(e) in a given task graph, c(e) packets go through its
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communication path from u to v and we can obtain its required cycles t(e). Then
we obatin its average cycle by calculating t(e)/c(e). We calculate the average
cycles for all the edges in a given task graph and then finally have an average
packet latency by averaging them.

These plots show that our proposed BMNoC utilizing packet transmission pri-
ority control method improves the critical traffic load by approximately 20% as
compared to HNoC and approximately 15% as compared to HNoC+PTPCM.
Furthermore, BMNoC+PTPCM improves the critical traffic load as compared
to conventional BMNoC (approximately 6% improvement). Similarly, the aver-
age packet latency for BMNoC+PTPCM is consistently smaller as compared to
HNoC, HNoC+PTPCM and conventional BMNoC.

Regulating the communication volumes of cores hierarchically is very important
not to congest the network with generated packets. At low traffic loads, the average
packet latency exhibits a weak dependence on the traffic injection rate. However,
when the traffic injection rate exceeds a critical traffic load, the packet delivery
cycles rise abruptly and the network throughput starts collapsing.

Similar improvements have been observed for object detection system as shown
in Fig. 4.10. Specifically, in BMNoC+PTPCM, the critical traffic load is improved
by approximately 22% as compared to HNoC and approximately 13% improve-
ment as compared to HNoC+PTPCM. Furthermore, BMNoC+PTPCM improves
the critical traffic load as compared to conventional BMNoC (approximately 7%
improvement). Likewise, the average packet latency for BMNoC+PTPCM is con-
sistently smaller as compared to HNoC, HNoC+PTPCM and conventional BM-
NoC.

Also, we implemented BMNoC, BMNoC+PTPCM and HNoC architectures in
order to evaluate the difference of areas including architectural components such
as routers, network interfaces and buses (we do not consider the area of IP cores in
this experiment). We consider the area for the bus architecture for area evaluation

as in [23]. The architectures were synthesized in a Vertex-4 xc4vlx15-12sf363 by
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using Xilinx ISE Design Suite 11. Area results, presented in Fig. 4.11, show that
BMNoC can save up to 70% of the number of LCs as compared to HNoC. Although
BMNoC+PTPCM has the imperceptible larger areas as compared to BMNoC, it

can also save up to 65% of the number of LCs as compared to HNoC.
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4.4 Concluding remarks

In this Chapter, we proposed a novel BMNoC utilizing packet transmission priority
control method with synthesis results using Vertex-4 FPGA. It reduces network
traffic and latency by mapping the cores, which have the heavy communication
with each other, into the same local cluster node and connecting them with a local
bus. Therefore, our proposed BMNoC reduces the average delay on the network by
improving the efficiency of the buffers with a packet transmission priority control
method. Experimental results verified that our BMNoC can significantly improve
the critical traffic load and the average packet latency is consistently smaller as
compared to conventional NoC such as HNoC [49]. Furthermore, BMNoC and
BMNoC+PTPCM can save the number of LCs as compared to HNoC.



Chapter 5

Related Works

In this chapter, we introduce related works. Microprocessor performance has in-
creased exponentially over the last four decades as advancing semiconductor tech-
nology has vastly increased the quantity and improved the speed of on-chip tran-
sistors available to circuit designers. Traditionally, computer designers took advan-
tage of these resources to improve uniprocessor structures because of its simpler
programming model compared to systems with distributed structures [29]. How-
ever, power consumption and wire delay have recently limited the continued scaling
of uniprocessor systems making chip multiprocessor architectures more appealing
[31]. In addition, network-on-chip (NoC) has become the emerging paradigm for
communication within large chip multiprocessor systems to overcome scalability,

power, delay, and other issues with global interconnects.
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5.1 Architectures

According to the multi-core chip evolution, which forecasts tens and hundreds of
cores in few years, logical and physical clusters of cores have been considered as an
approach to support parallel processing. The next phase for this evolution can be
called on-chip distributed computing, which consists of distributed clusters of cores
to process a large number of different workloads [11, 15, 16, 42]. A cluster-based
NoC (C-NoC) a modified model of Hermes NoC (H-NoC) [31] is introduced by Seifi
and Eshghi [42]. Every H-NoC switch is attached to one core. Each core needs to
communicate with other cores. Therefore, they must send packets to other switches
and the delay is increased. To solve this problem, the C-NoC switch has four local
ports and configures a cluster as shown in Fig. 1.1(a). The latency of C-NoC [42]
is decreased by 15.1% compared with the conventional NoC, SoCIN [50]. However,

its performance is still insufficient for heterogeneous cores and clusters.

Among numerous NoC topologies, mesh is a popular one due to the simplicity
and regularity. In mesh topology, each router is connected to several local cores and
adjacent routers. Since the router only connects to its neighboring routers, the data
packets transmitted from the source core to the destination core may travel long
distance, and affects the performance of whole SoC [7]. Besides, with increasing size
of NoC, the mesh topology has its disadvantage in the communication latency and
the concentration of the traffic in the center of the mesh topology (named hot-spot).
Although some studies have been made on effective core mapping methodologies to
solve the hot-spot problem [18, 33, 34], what seems to be lacking is a better on-chip
communication architecture. To solve the problems of the mesh topology for future
SoC design, many research papers have proposed a great number of approaches in
recent years and a hybrid bus-NoC architecture is one of them [5, 26, 45, 49]. A
hybrid bus-NoC architecture is a system platform which is based on a standard
NoC architecture, and contains several clusters which are composed of local buses.

In the hybrid bus-NoC architecture, cores with heavy traffic and communication
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volume are placed in the same cluster with a local bus to avoid hot-spots and reduce
the transmission latency. Since the hybrid architecture is based on a standard mesh
NoC concept, the router of the hybrid system not only connects with its neighboring
routers but also connects to a cluster which is composed of several cores and a local
bus. It is noteworthy that new interface is not needed for each core in subsystem,

and it can further reduce the design cost.



5.2. ALGORITHMS 63

5.2 Algorithms

The configuration problem for NoCs has been first addressed by Hu and Mar-
culescu [21], where a branch and bound algorithm is proposed to map a given set
of cores onto a regular NoC architecture such that the total communication energy
is minimized. At the same time, the performance of the resulting communica-
tion system is guaranteed to satisfy the specified design constraints through band-
width reservation. Murali and De Micheli [33] propose a configuration algorithm
for NoC architectures which supports traffic splitting. Srinivasan and Chatha [44]
present a configuration algorithm to minimize the communication energy subject to
bandwidth and latency constraints. A multi-objective configuration algorithm for
mesh-based NoC architectures is presented by Ascia, Catania, and Palesi [3]. This
approach finds the Pareto mappings that optimize performance and power con-
sumption using evolutionary computing techniques. Improving upon these studies,
Hansson, Goossens and Radulescu [17] propose a more general unified approach
for application mapping and routing-path selection which considers both of best

effort and guaranteed service traffic.

It is very important for a configuration algorithm for hybrid bus-NoC archi-
tectures to decide which cores should be assigned to the same cluster and map
the clusters onto the network that the transmission latency is minimized and the
locality is contemplated. When partitioning cores, the cores with heavy traffic and
communication volume should be assigned to the same cluster and placed as close

as possible to reduce the transmission latency.

We note that many mapping algorithms use, directly or indirectly, the average
packet hop count as a cost function by relating the average number of packet hops to
the communication energy consumption [22] or communication cost [33]. However,
these algorithms [3, 17, 21, 22, 27, 33, 36, 44] cannot be applied to a hybrid bus-
NoC architectures since they consider only communication rate between cores and

do not take into account the locality that hybrid bus-NoC architectures have.
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In [27], several cores, which have heavy communication volume among them,
are connected to the same router and the routers are connected to the upper level
routers. This idea is rather similar to C-NoC [42] which has a specific switch having
8 bidirectional ports: 4 local ports and 4 links (North, South, East, and West).
Although it is similar to our proposed algorithm in terms of using a hierarchical
architecture, [27] does not use any clusters and subsystems whereas cluster nodes,
edge switches and mesh routers are used for a hybrid and hierarchical structure
in our proposed algorithm. In [45], a hybrid NoC architecture which is composed
of routers and subsystems is proposed. Although it is similar to our proposed
algorithm in terms of using a hybrid architecture, [45] does not partition cores into
a hierarchical structure which is composed of clusters and routers differently from
our proposed algorithm. The architecture and algorithm in [45] are not generalized
so it is difficult to apply it to many applications.

Furthermore, the basic idea of mapping algorithm in [27, 45] are the same as
[33]. The approach in [27, 45] and [33] maps each core to NoC architecture one by
one, in breadth-first-search manner, only in the order of its communication volume
after picking up the two cores which are connected by the highest communication
volume in an input task graph. Although it may cause a poor result such as a longer
latency and a low throughput since the greedy approach does not contemplate
the localities between cores, the algorithm in [33] is used for a hybrid bus-NoC

architecture as a makeshift now.
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5.3 Concluding remarks

In this chapter, we introduce related works. First of all, we introduce conventional
NoC architectures such as C-NoC and HNoC. After that, we decribe and define
our target architecture, which is called a busmesh NoC (BMNoC). BMNoC is a
generalized version of hybrid bus-NoC architectures. Furthermore, we introduce
conventional NoC configuration algorithms and a breadth-first approach algorithm
which is used for a hybrid bus-NoC architecture as a makeshift now. Unfortu-
nately, the conventional NoC configuration algorithms are not suitable for a hy-
brid bus-NoC architecture since they are only greedy of communication volume or
bandwidth requirement. Breadth-first approach algorithm maps each core to NoC
architecture one by one, in breadth-first-search manner, only in the order of its
communication volume after picking up the two cores which are connected by the
highest communication volume in an input task graph. It may cause a poor result
such as a longer latency and a low throughput since the greedy approach does not
contemplate the localities between cores. Thus, we propose a novel configuration

algorithm for a hybrid bus-NoC architecture.



Chapter 6

Conclusion

In this dissertation, we described and defined our target architecture, which is
called a busmesh NoC (BMNoC). BMNoC is a generalized version of hybrid bus-
NoC architectures. After that, we proposed a novel BMNoC configuration algo-
rithm with a target architecture, BMNoC. Our proposed BMNoC algorithm not
only utilizes the communication volume between cores but also makes aware the
localities of cores and BMNoC architectures. It reduces network traffic and latency
by mapping the cores, which have the heavy communication with each other, into
the same local cluster node and connecting them with a local bus. Therefore, our
BMNoC configuration algorithm reduces the traffic load at the center of the net-
work by a hierarchical communication network. Our target architecture is called
BMNoC which is based on a hierarchical model from the Internet and it adapts
it to communication networks. It is composed of bus-based connection and global
mesh routers to enhance the performance of on-chip communication. Experimen-
tal results using the two realistic applications verified that BMNoC configured by
the proposed algorithm can significantly improve the critical traffic load and the
average packet latency for BMNoC is consistently smaller as compared to conven-
tional NoCs such as C-NoC [42] and HNoC [49]. Moreover, our BMNoC has more

reduced area overhead as compared with conventional NoCs. We also proposed a
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novel BMNoC utilizing packet transmission priority control method with synthesis
results using Vertex-4 FPGA. It reduces network traffic and latency by mapping
the cores, which have the heavy communication with each other, into the same
local cluster node and connecting them with a local bus. Therefore, our proposed
BMNoC untilizing packet transmission priority control method reduces the average
delay on the network by improving the efficiency of the buffers with a packet trans-
mission priority control method. Experimental results verified that our BMNoC
can significantly improve the critical traffic load and the average packet latency is
consistently smaller as compared to conventional NoC such as HNoC [49]. Further-
more, BMNoC and BMNoC+PTPCM can save the number of LCs as compared
to HNoC.

For future implementations of BMNoC, we contemplate a floorplan for reducing
the latency caused by wire-length. Furthermore, we want to define a generic tile
interface so that BMNoC can be embedded in a multi-tile SoC. It will support

several types of communication and application that can be used by the designers.
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