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Program source code reengineering is one of key technologies in software development for
improving software quality with low costs. For example, software metrics are important
indicators for assessing software quality which are acquired by analyzing source code, test
coverage is also an important indicator for assessing test quality which is acquired by
transforming source code to store execution logs and an AOP (aspect-oriented programming)
processor makes source code high modularity by weaving aspects into source code. Such means
are based on source code reengineering and many kinds of reengineering tools exist.

Programming languages have become more diversified. There are many paradigms of
programming languages: statically-typed / dynamically-typed, imperative / declarative, functional
/ logic and object-oriented / aspect-oriented / context-oriented. Software development using
multiple programming languages is required because each programming language has an area of
specialty and programmers choose suitable programming languages for each project. In particular,
web applications are based on the client-server model and usually use three programming
languages: HTML, JavaScript and another programming language. The development of web
applications has been more and more frequent with the popularization of the Internet. The tools
therefore are required to support multiple programming languages for such development.

However, there are two problems in existing tools. (1) It requires high costs to develop tools
supporting multiple programming languages due to the variety of programming languages. Many
tools thus support few programming languages and the users receive only little benefits from the
tools. (2) There are differences between tools supporting different programming languages
because each tool is developed for specific programming languages and supports few
programming languages. For example, measurement tools of test coverage, Cobertura supports
only Java and Coverage.py supports only Python. However, there is no tool which measures test
coverage for TypeScript, thus, programmers cannot measure test coverage for TypeScript.
Moreover, whereas Cobertura supports statement coverage and decision coverage, Statement
coverage for Python supports only statement coverage. It is difficult to measure decision coverage
for web applications using Java and Python. Therefore, means are required to reduce
development costs of tools supporting multiple programming languages and to reduce
inconsistency between tools.

To solve the problems, this thesis proposes a novel two frameworks called OCCF (Open Code
Coverage Framework) and UNICOEN (Unified Code Reengineering Framework). OCCF is a
consistent, flexible and complete framework for measuring test coverage supporting multiple
programming languages. UNICOEN is a framework developed by generalizing OCCF for
reengineering source code supporting multiple programming languages.

The thesis consists of 6 chapters.

Chapter 1 “Introduction” states the objective this research with research background. This
chapter also defines the research area of the thesis by referring related works.
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Chapter 2 “Software Development Using Multiple Programming Languages” describes the
situation where software development using multiple programming languages is required. This
chapter summarizes programming language paradigms and shows the relation of application
types and suitable programming languages. The chapter also describes the importance of
researches to overcome the variety of programming languages.

Chapter 3 “OCCF (Open Code Coverage Framework): A Consistent and Flexible Framework for
Measuring Test Coverage Supporting Multiple Programming Languages” describes the proposed
framework called OCCF. Existing measurement tools have four problems. (1) Developing
measurement tools supporting multiple programming languages requires high costs. There is no
free measurement tool for legacy and new programming languages such as COBOL and Kotlin.
Such situation makes it difficult to maintain and introduce legacy and new programming
languages. (2) Existing tools, which support different programming languages, measure also
different coverage criteria. The difference makes it difficult to introduce test coverage for software
using multiple programming languages such as web applications. (3) It is difficult customize
existing measurement tools for utilizing special coverage criteria. The effort to add new coverage
criteria in the tools is significant. (4) Some existing tools insert measurement code into compiled
binary file to measure test coverage. However, this way misses dead code because the compiler
optimization removes any dead code. Users therefore cannot notice dead code from the result of
test coverage. To overcome the problems, OCCF reduces development costs of measurement tools
by providing reusable architecture and code. The reusable architecture and code help users to
implement tools supporting consistent coverage criteria: statement coverage, decision coverage,
condition coverage, condition/decision coverage. OCCF also provides hot spots to customize
coverage criteria. Moreover, OCCF inserts the measurement code into source code and allows user
to notice the existence of dead code. The effectiveness of OCCF is evaluated by experiments in the
chapter. As a result of the experiments and the application, OCCF alleviates problems.

Chapter 4 “An Application of OCCF for Minimizing Test Cases Based on Test Coverage”
describes a tool developed with OCCF. The tool minimizes test cases by judging whether a test
case is duplicated with other test cases based on test coverage. The tool considers that the test
case which executes the same elements of production code executed by other test cases is
duplicated in terms of suitable test coverage to measure such elements. This chapter also
describes the evaluation of the tool through applications in existing open source software. As a
result of the application development, this chapter shows the effectiveness of OCCF.

Chapter 5 “UNICOEN (Unified Code Reengineering Framework): A Unified Framework for
Code Reengineering Supporting Multiple Programming Languages” describes the proposed
framework called UNICOEN. UNICOEN generalizes OCCF to support not only tools for
measuring test coverage and also tools for analyzing and transforming source code. Existing tools
have two problems. (1) Although some previous works propose frameworks for developing tools
which reengineers source code, there is no framework which provides common language model
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with API of both analysis and transform and which allows users to extend supports of
programming languages. Therefore, some programming languages have no tool for analyzing or
transforming. For example, Lint, JSLint and Pyklint are static analyzers for finding bugs. They
support C, JavaScript and Python respectively. However, no tool supports Ruby. (2) Many
programmers use many programming languages. In particular, most developers of open source
software use more than three programming languages. However, there are differences between
existing tools, which supports different programming languages. For example, Aspectd supporting
Java and AOJS supporting JavaScript are AOP language processors. Aspectd and AOJS support
different join points and provide different grammars for writing aspects. Users therefore should
learn the both grammars to introduce AOP in development of web applications using Java and
JavaScript. To solve the problems, UNICOEN provides common language model, called UCM
(Unified Code Model). UCM is developed by adding elements of seven programming languages: C,
C#, Java, Visual Basic, JavaScript, Python and Ruby. UCM thus can represent source code of the
seven programming languages in common model similarly. UNICOEN defines UCM in terms of
syntaxes. UNICOEN assumes that similar syntax have similar semantics between different
programming languages. Although UNICOEN cannot interpret semantics of all elements from
syntax completely, most elements can be distinguished and can be interpreted because the
assumption is valid for most cases. This feature dramatically reduces costs for adding new
supports of programming languages compared to other frameworks which interpret semantics.
UNICOEN provides two kinds of API for adding supports of programming languages in
UNICOEN and for developing tools for reengineering source code. The API provides reusable code
and useful methods similar to LINQ in .NET framework. UNICOEN therefore reduces costs for
developing tools by providing such API for reengineering source code. The chapter also describes
measurement tool of cyclomatic complexity with UNICOEN for evaluating UNICOEN. In
comparison to a similar tool for Ruby, the tool with UNICOEN has less lines of code and supports
more programming languages. Moreover, the chapter describes evaluations in comparison to
programming languages processors and other frameworks. The evaluations indicate that
UNICOEN reduces costs to add new programming language supports and to develop tools
supporting multiple programming languages. As a result, OCCF alleviates problems.

Chapter 6 “An Application of UNICOEN for Aspect-Oriented Programming Processors”
describes a tool developed with UNICOEN. The tool is an AOP processor supporting seven
programming languages supported by UNICOEN, called UniAspect. UniAspect provides four join
points for supported programming languages similarly: call, execution, get and set. UniAspect
also provides aspects which contain language-independent pointcuts and a set of advices written
in each programming languages to weave. UniAspect language-independently weaves the aspects
into source code by modifying objects on UCM. As a result of UniAspect development, this chapter
shows the effectiveness of UNICOEN.

Chapter 7 “Conclusions” concludes the thesis and explains future works.
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